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# Getting Started

## An Introduction to the Shiro Ecosystem

Shiro is an interpreted, dynamic programming language (although it can be compiled, this is just really bundling the interpreter, runtime and your code together into an executable package) which looks a lot like LISP and behaves somewhat like it; I often refer to it as a LispScript. That sentence probably got rid of about 90% of the people who were considering learning Shiro, given that everyone hates dynamic languages and LISP-styled syntax. For the rest of you… welcome! Let’s begin.

The default Shiro distribution includes the following:

* shiro – a console application which can run Shiro, compile it, give you a REPL interface to play with it, install libraries and packages, etc.
* ShIDE – A windows IDE which makes writing Shiro almost pleasant. It has most of the features you’d expect of a modern IDE, and adds a lot of special commands and options to help you write and read in the LISP style effectively.
* The Shiro Standard Library – A set of libraries which provide basic functionality (math, file system manipulation, web service calling, etc.) that are packaged with Shiro. The shiro console application can easily install any Standard Library package to your project.

If you’re an old console grognard, just go into your console and type ‘shiro’ and you can immediately start playing with the REPL. This is a good way to follow along with the code samples we’ll be using to explain certain concepts in a little bit – just be careful about copy-and-pasting. The shiro REPL executes when it encounters two Enters in a row, so if your sample has a double-line break in it you might accidentally execute if halfway through.
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Figure 1 - The scary and ugly way to play with Shiro

Running ‘shiro help’ will show you a list of commands you can use with it if you don’t just want to run the REPL. Some example commands:

* shiro compile main library -output:program.exe
* shiro run myfile -sr
* shiro install math
* shiro uninstall math

I’m sure I’ll eventually have to come back to more-fully document these, but for right now they’re in a bit of flux and ‘shiro help’ and some messing around should get you close enough.

If you prefer something that looks like it was made after 1998, ShIDE is pretty much the way to go. The screenshot below was taken from a very early build of ShIDE (you can tell by the lack of menus and that there’s no project tree over to the left), but should give you a general idea. Notice how you’ve got all kinds of nice stuff like syntax highlighting, brace matching (this is a godsend with LISP dialects), autocomplete and multi-editing.

![](data:image/png;base64,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)

Figure - An early build of ShIDE, looking all cool

Don’t worry, we’ll learn all about how awesome ShIDE is in a later chapter.

If you bothered to check out that code in the second picture, you might be a little intrigued. Surely that can’t be what it looks like, right? A fully functional REST server in five lines of code, without even importing any libraries or extra modules? That’s like, unheard of in a programming language – seriously, try it in node. You’re 5 libraries, multiple source files and a hundred lines of code deep before you even get started.

Which brings up a good point…

## Why Learn Shiro?

Shiro is an obscure programming language that uses a syntax everyone hates and offers none of the type safety and general comfort that most people prefer in their development environments. So why on Earth should you learn it?

I'm only going to spend this one paragraph telling you about the benefits of learning some flavor of LISP, and how it makes you a better C# or Java or node or Scala programmer. LISP's syntax is an expression tree written out in code, it's what your compiler or interpreter builds to execute your code. Once you grok it, if you can write things faster and funner in shiro than in any other language.

Okay, evangelism over. Specifically, shiro was designed for a handful of purposes and it's very, very efficient and good at it. Making small web services (either for internal tools, or “mocked” services for automation testing or development), recurring DevOps processes, terminal/telnet style applications where you want to connect remotely and issue instructions, raw TCP/IP servers, and (because I love them), MUDs and MUSHes. Those last two are an obscure kind of online text game if you're curious.

I can make a full REST service in shiro with GET, PUT, POST, DELETE and PATCH in 3-4 lines of code depending on how you format it. No libraries are involved, none of the .NET stack or any other complex web host is involved, a very low level TCP/IP server with sufficient HTTP understanding to handle this is built right in to shiro. You don't need IIS, or even any third party packages. Seriously, here it is:

(do

(def data '({id: 1, name: "Dan", age: 35}

{id: 2, name: "Dhiraj", age: 28}))

(http 8676 (route

(rest $data id))))

Shiro also lets you define objects right in-line, as you see in this example. Despite being a dynamic language shiro has some pretty fun object-oriented capabilities built in. As we'll see later you could add validation, persistence and other things right to your data store just by adding some implementors and mixins.

So basically, learn shiro if you want to be able to make simple web services practically instantly for some reason (it's great for web UI development. No more waiting on the back end guys!) or stand up small microservices without having a large infrastructure or reliance on a web host. If you want to write anything that you talk to using Telnet or a MUD client... definitely learn shiro. It's also great for scheduled tasks and middleware services.

But if you're just looking for a fun new language that will let you make all the same kinds of little utilities and helpful programs you'd made in your stodgy other languages... consider giving shiro a try. You'll never find a language that takes less syntax to get some pretty complicated things done.

Alright, on to the learning!

The Basics

Generally speaking, shiro looks a lot like LISP, although small snippets can look more like JavaScript or some weird functional language. Shiro also works a lot like LISP, although not completely. I like to think of it as a kind of LispScript. While you use text to code in shiro, all your code is actually in the form a lists... the simple syntax the language uses is just an easy way to express lists in text. Let's mess around with a simple hello world type example. You can follow along in the REPL by just running 'shiro' in the console without any arguments. You might want to include the -sr command line argument to see the result of the code you evaluate, but that's optional.

Now type this:

print 'Hello Nurse!'

and press Enter twice. If you've ever programmed anything before you probably had a good idea what was going to happen, and lo-and-behold, it happened! But what was all that crap I said about everything being a list? That's not a list, it's just print hello world, the same thing you write in every other language whose print isn't a function call.

Well, shiro likes to be helpful, so it will wrap your top-level commands in a list for you if you forget. The actual, syntactically-correct way to do the above is this:

(print 'Hello Nurse!')

Which if you type and execute you'll see has the same result. The parenthesis tell shiro that we're starting a list, and then everything in it is parsed into a separate element. The list for this command looks like this:

print

hello world

Now the first thing in a list in shiro is a keyword (it can also be called a command), in this case 'print'. Lists are evaluated in shiro by looking at the keyword and then doing whatever that keyword is supposed to do. print is a fun keyword because it can take any number of arguments, so you can print a bunch of lines pretty easily:

(print 'This is a line' 'And this is a line' 'Guess what this is?')

Now if you're using the -sr command line argument that I talked about above, you might notice that the result of that list (which you can think of as its “return value”), is 'Guess what this is?'. print returns the last thing it printed. You won't often use the result of evaluating a print command, but keep in mind that all lists in shiro evaluate to something, even if the keyword you're using doesn't seem like one that should.

Let's say I want to print a list, I might do something like this:

(print (1 2 3)) ; wrong

And as the comment implies, I'd be very, very wrong to do so and shiro will yell at me about it. By the way, comments in shiro start with semicolons and run either until the end of the line, or the next semi-colon. There are no multi line comments, just put them in qnop lists or put semicolons at the beginning of each line.

But nevermind that, why is that example wrong? If you paid very, very careful attention to what I've taught you so far (or you know Lisp, or you read the error that the shiro REPL prints out) you can probably figure it out. I said the first thing in a list is the keyword for that list, and '1' is not a shiro keyword. The list we tried to evaluate looked like this:

print

1

2

3

And when shiro got to that second list it tried to evaluate it and threw up its hands in frustration because it couldn't. If you want a list that's just a list of stuff (like in this example), it's called a quoted list. They're awesome and useful for a lot of things, but be careful never to try to evaluate them. You can quote a list using the quote command, so:

(print (quote 1 2 3))

Which doesn't break shiro and should have the result you were expecting. You use quoted lists a lot, and typing five whole letters every time is annoying, so there's a shortcut to do it, just use the single-quote on your keyboard before the list-opening parenthesis, like so:

(print '(1 2 3))

Every shiro program (including something you evaluate on the REPL) is a single list. If you try to do something like:

(print 'hello world')

(print 'oh yeah and hello universe too')

You receive the most instructive error message of all time (well, not really. Shiro is big on instructive, helpful error messages):

[error] Sibling peered list passed for evaluation –

you are probably missing a 'do' keyword

As the error implies, you need to turn your multiple-lists into a single list, and you can use the do keyword for that. I'm sure you already figured it out, but it looks like this:

(do

(print 'hello world')

(print 'oh yeah and hello universe too'))

Like print, do evaluates to whatever the last thing in it evaluates to. Strings are pretty JavaScripty. You can use either double or single quotes for them (allowing you to use the other kind of quote inside the string). They can also have line breaks in them. There are several escape characters you can use in a string, like %n (newline). We'll list them all out later. Here's a little snippet that shows off a few of these attributes:

(print "Strings can have%s

line breaks in them , and also%s

can include the 'other kind' of quote. You can escape the%s

quote you used for the string %"like this%"")

Alright, that's literally all you need to know to start learning shiro. There aren't any other weird syntaxes you need to learn, no other rules of grammar. You just make lists, and then evaluate each other and ultimately result in doing something.

In Which Things Start to Become a Little Bit Scary

Alright, let's learn some shiro keywords. We're going to go over a lot of core concepts, so you might have to re-read this section or play around with the code samples a bit to really understand what's going on. We're going to cover math, control flow, functions, variables and a bit about objects.

Variables are pretty standard in shiro. Note that I've included a few extra line breaks for clarity in this code sample, which is fine if you're using the interpreter or compiler, but will cause the REPL to try and evaluate half a list and complain.

(do

(def x 1) ; declare x for the first time and set it to 1.

; A variable can only be defined once

(set x 5) ; set existing variable x to value 5

(sod y 10) ; 'sod' makes it easy to work with variables, by

; using either set or define (get it? s.o.d)

(sod y 23) ; see?

; You need to explicitly get the value of a variable:

(print (str "x = " (v x)))

; ... but there is a reader shortcut to do this using $:

(print (str "y = " $y)))

So all those variables are global. There is only ever one 'x' per shiro instance. If you're using the REPL, it will persist throughout the entire session, otherwise it will exist in all your different code files because they share the same instance of the shiro runtime. You can, however, create you own local variables whenever you want by making a scope level. You do that with the let keyword:

(do

(def i 255)

(let

(i 1 j 2)

(do

(print $i) (print $j)))

(print (def? i) (def? j) $i))

So what are we doing here? First I'm making a global variable called i and setting it to 255. We'll use this fact later, so keep it in mind. Then we encounter our let keyword. Let takes two arguments, and the first one is somewhat special because it has what's called an implicit quote. As you note it's a quoted list ('i' is not a shiro command), but we didn't have to quote it. I figured I'd save you the keypress. This first list must have an even number of things in it. They are basically paired, with the first being the variable name and the second the default value.

Variables in a let-scope hide global variables, so i inside the let is 1, not 255. Once we leave the let-scope the global i is unhidden and retains its original value. You'll notice (at least, if you will if you figured out that that def? keyword returns true if something is defined and false otherwise) that variables inside a let-scope are destroyed when the scope ends, so j ceases to exist.

You can do all the ordinary kinds of math and comparison that you're used to in other programming languages, but you do it using the rules of shiro syntax, so the command (or in this case, the operator) goes at the beginning of the list. Here are some examples:

(+ 2 2) ; 4

(+ 2 (- 3 1)) ; 4

(+ 3 3 3) ; 9

(= 2 2) ; True

(= 2 2.5) ; False

(= 2 (/ 4 2)) ; True

(= nil "nil") ; False

(! true) ; False

(! nil) ; True

(! 0) ; True

(> 3 2) ; True

(>= 2 2) ; True

Most of this is pretty straightforward, about the only really interesting things to note is nil, which is a particular value in shiro that means “nothing”, it's like NULL in other languages. Also note that shiro has truthiness like JavaScript, so you can use numbers, objects or even strings as booleans without incident – at least without incident if you knew you were doing it and intended to.

Now that you know shiro has booleans (duh), you can probably also guess it has ways to branch based on them. To do so we use the innovative keyword if:

(if true (print "Hello world"))

(if false (print "Won't Print") (print "Will Print"))

Remember how I said that every list in shiro evaluates to something? Well because of that property, the if keyword can also be used just like a ternary operator (the ? : in most languages). Like so:

(print (if false "Won't Print" "Will Print"))

And of course those strings could be lists as well, and if you keep extrapolating that you're programming in shiro! You can loop in shiro (while loops at least), although you're being kind of weird most of the time if you do so because there are much better ways to do it like the map, filter and apply keywords we'll learn about later. But if you want to be weird, here's a while loop in shiro:

(do

(sod x 10)

(while (> $x 0) (do

(print $x)

(set x (- $x 1)))))

Stunning, right?

Shiro has functions (boy oh boy does shiro has functions!). The least interesting kind are just... well functions. You define them, they have names, and you call them just like everything else in shiro, by putting that name at the beginning of a list and evaluating that list.

(defn say-hi (name)

(print (str "Hello " $name)))

Other than the str command (which is how we concatenate strings in shiro), this all reads pretty easily. Define a function named say-hi, which takes one parameter called 'name', then says hello to the name. You call it like any other first-class shiro command:

(say-hi Dan)

Functions are okay I guess... they basically let you make your own language keywords, which is neat, but they're so static and monolithic and boring, it would be much cooler if there were functions that weren't named anything and were just passed around like values. Good News Everyone! There is a type of function just like that called a lambda or anonymous function. I can make one that works a lot like say-hi above by doing this:

(sod say-hi (fn s (print (str "Hello " $name))))

Paste that hideous, chthonic gibberish into the REPL, then try typing 'say-hi Dan' again and lo and behold, it works just the same. The reason for that is that we created a variable named say-hi in that snipped and actually assigned a lambda (a function) to it. The 'fn' keyword creates and evaluates to a lambda, with the first parameter being the argument list and the second the body. You can also use => instead of fn as the keyword if you like making sure people can't read your code.

Now if all you could do with lambdas is assign them to variables and call them just like functions they'd just be functions with extra steps and slightly less efficiency at runtime. Fortunately, there's so much more you can do, like passing them as parameters to other functions, or to keywords. For example there's a keyword apply in shiro which applies a particular command to everything in a list. You can use it like this:

(apply print '(1 2 3))

Don't worry we'll be talking that stuff to death a bit later on. For now it's good to understand that you can also use a lambda as the first parameters of apply (or any similar command):

(apply (fn s (print $s)) '(1 2 3))

Lambdas by themselves can even be commands, although this makes for some very ugly syntax. Here's a very obscure way to calculate 2+2 in shiro:

((=> (x y) (+ $x $y)) 2 2) ;note => and fn are interchangeable

If you're not confused by that then I must be doing a really good job describing Lisp syntax. Basically the first item of this list is a list that evaluates to a lambda, which is something shiro knows how to treat as a command. The next 2 parameters (2 and 2) are the parameters to the lambda.

Finally you've already seen that we sometimes make what look like JavaScript objects in shiro. They do a lot of what you'd expect a JavaScript object to do. You make them like this:

(sod o {name: 'Dan', age: 35, loc: 'OR' })

And then you can:

(do

(print (. $o name))

(.sod o name 'Steve')

(print (. $o name)))

Notice that the dots work a lot like dots in normal languages, they just use shiro syntax instead of the more traditional one. You can dereference down any number of layers with a single dot, so if you have objects containing objects containing objects you can get even to the innermost properties with a single list. Keywords like .sod in the example above (and the obvious counterpoints .def and .set) can be used to change and create new properties on objects. If you're not sure if a particular object has a particular property, you can use the .? command, which returns nil if it can't find any of the properties you ask for.

Now objects in shiro are just lists (everything in shiro is a list), but they have a special property wherein the values in the list have names. These are called pairs. You can make a pair using the pair keyword, which you can use as a backhanded way of adding things to objects if you don't want to use .sod for some reason. Check it out:

(do

(sod obj {name: 'dan'})

(print (.? $obj fakeProperty)) ; nil

(sod obj (concat $obj (pair fakeProperty "Its magic!")))

(print (.? $obj fakeProperty))) ; "It's magic!"

So we make an object with a single property (name), prove that there's no property named fakeProperty on that object, then we add a new pair to obj using concat (a keyword which concatenates lists) and pair to make a new named value. Then we prove that the new value is there. This bit is just here to help you understand a bit about objects... if you really want to add a property to an object that doesn't have it, this is how you do it:

(do

(sod obj {name: 'dan'})

(.sod obj fakeProperty "Its magic!")

(print (.? $obj fakeProperty)))

Fun with Lists

If you're still reading and understanding, you're probably starting to get shiro a little bit even if you don't have a background with this sort of syntax. Everything's a list, often a list of lists, and we just sort of evaluate them from the innermost lists to the outermost ones until we get a final result. Cool.

Since shiro is a programming language where everything is a list, there are a bajillion ways you can manipulate lists using different commands and functions. And since every list is technically also code, you can use these functions to dynamically build executable shiro and it's no different from the code you'd write to manipulate a list.

When you're making a list, remember the basic rule – the first thing in the list is the command unless the list is quoted (in which case this is still true, but the interpreter sneaks a 'quote' keyword in there for you). So when you're making a list, if you want a list that's purely data (like an array or linked-list type thing) then you want to make sure it's quoted, otherwise you might be accidentally building code that shiro will try to evaluate.

There are lots of ways to slice and dice lists to your needs (and I do mean 'lots'). You can get the keyword of a list (the first thing in it) with the 'kw' command, and you can get the rest of the list with the params keyword. Here are some examples of those two and others simple ways to get stuff out of lists:

(do

(print (kw '(1 2 3))) ; 1

(print (params '(1 2 3))) ; 2 3

(print (nth 2 '(1 2 3))) ; 2

(print (range 2 2 '(1 2 3 4)))) ; 2 3

But really you very rarely want to slice lists up this way, and when you do you're either doing something very boring, or very interesting like making dynamic code at runtime. It's a lot more interesting to do things to stuff in lists. A lot of the time you use a for loop or a foreach loop in your programming language of choice to iterate through a list; you do that same stuff in shiro, but of course it's different. Let's take a tour...

(do

(sod stuff '(1 12.5 'Dan' ))

(print (filter num? $stuff))) ; (1 12.5)

asdasd

; You can do some pretty cool things with quoted lists, like:

(eval (concat '(print 0) $x)) ; Concatenating a keyword (and even other parameters) and evaluating the resulting list

(eval (skw print $x)) ; skw sets the 'keyword' (the first item) in the list, which can then be evaluated

(sod x '(1 2 "dan was here" "hello world"))

(print (filter str? $x)) ; Pull out the strings. The first parameter to filter can be any keyword or function.

(defn say-hi (name) (print (str "Hello " $name))) ; By the way this is how you declare functions

(map say-hi '("Dan" "Dhiraj" "Dave")) ; map evaluates the first parameter individually against everything in the list in the second parameter and returns the result list

; of that evaluation

;the line above is equivalent to:

(say-hi "Dan")

(say-hi "Dhiraj")

(say-hi "Dave")

;You can also map to keywords, like this:

(map print '(1 2 3))

)

; There are lots of ways to slice-and-dice lists:

(kw '(1 2 3)) ; 1

(params '(1 2 3)) ; 2 3

(nth 2 '(1 2 3)) ; 2

(range 2 2 '(1 2 3 4)) ; 2 3

;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;

; Remember that 'str?' thing from the filter example above? Let's look at some of the other ones:

(sod x '(1 2 3))

(sod y 2)

(sod z {name: "dan", age: 35}) ; More on this later, don't panic!

(sod s "Hello nurse")

(list? $x) (list? $z) ; T

(list? $y) (list? $s) ; F

(obj? $z) ; T

(obj? $x) (obj? $y) (obj? $s) ; F

(num? $y) ; T

(num? $x) (num? $z) (num? $s) ; F

(def? x) (def? s) ; T

(def? bob) ; F

(sod s (json $x)) ; json returns the inline-object in question, JSON-serialized.

(sod obj (dejson $s)) ; duh

(print (. $obj name)) ; obj is now the same as x, by way of JSON

(filter (=> (n) (> $n 5)) '(1 10 7 3 -4 154))

; Notice the difference between:

(apply (=> (x) (+ $x 1)) '(1 2 3 4)) ; results in '(1 2 3 4)

(map (=> (x) (+ $x 1)) '(1 2 3 4)) ; results in `(2 3 4 5)

;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;

; Sometimes you have a thought in the shower like, "lisp would make a way better node.js than js"

; and sometimes you actually go and do it. But before we get into that, let's talk about

; the world's simplest telnet chat server:

(telnet 4676 (sendAll (str $id " says '" $input "'")))

; Shiro has a few keywords (like 'telnet' above) that go into network server mode. This has a few properties:

; a) The interpreter's main thread (the one that executes your Shiro) begins blocking. A multi-threaded network

; server component will begin listening, and as events occur which evaluate Shiro they will be evaluated by

; the network server's threads. Don't worry, your Shiro is always thread-safe.

;

; b) The main thread doesn't go away -- all your code and variables are still there, and if the network-server

; ever executes a 'stop' keyword it will come right back. You can even return something from the network thread

; to the main thread by passing it as a parameter to stop. Here's a telnet server that can be stopped:

(telnet 4676

(if (= $input "quit")

(do (print "quitting")(stop $input))

(print $input)))

; If you telnet into this server and type anything it will print out in the Shiro window. If you send it 'quit'

; the Shiro server will stop listening and return "quit" to the main thread.

;

; c) A series of local variables (ie: 'let' scoped variables) will be created for Shiro evaluated in the server's

; context. For telnet, these are id (a guid-as-string uniquely identifying the socket which triggered the

; evaluation) and input (the full line-command sent to the server).

;

; d) Several different keywords will become available for use, depending on the type of the server. In this telnet

; example, they are send, sendTo and sendAll.

; Telnet can also take an optional third parameter which is a list that will be evaluated whenever someone connects,

; this has an id let-scoped variable, but not an input:

(telnet 4676

(send $input) ; echo whatever is sent back to the client

(send "Hello and welcome!"))

;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;

; Okay, we're finally ready for the fun stuff! Let's make some web services:

(http 8676

(print (. $request url))

; This is pretty lame. It listens on port 8676, negotiates an HTTP connection, prints out

; the request url and then returns the request url back to the client as whatever the default

; content-type is. It's worth noting that there are no $id and $input like in a telnet server,

; instead there is a $request variable, which is an inline object that has the HTTP request properties on it

; Today's web services are normally returning json, so let's do that:

(http 8676

(content "application/json"

(json {name: "Dan Larsen", age: 35})))

; content is a keyword which can only be executed in an http-server context (like telnet's 'send' variants)

; it sets the content-type header of the returned value. We can use the json keyword that you already know

; to turn one of our inline-objects into a json string.

; So normally websites and webservices have different endpoints on them, they don't respond to all connections

; the same way. We call this routing the request, and like most of this stuff so far, it's pretty easy to do in Shiro:

(http 8676 (route

"getJson" (content "application/json" (json {name: "Dan Larsen", age: 35}))

"quit" (stop)

"default" (status 404 "Endpoint not Found")))

; Check out:

; http://localhost:8676/getJson

; http://localhost:8676/pageDoesntExist

; http://localhost:8676/quit

; Alright let's put it all together and build a mocked web service which can store and retrieve data:

(do

(sod data {dan: {name: "Dan", age: 35}, dhiraj: {name: "Dhiraj", age: 28}})

(defn getOrDefault (key)

(if (nil? (.? $data $key))

(status 404 "Id not found")

(. $data $key)))

(http 8676 (route

"get" (content "application/json" (json (getOrDefault (. $request args id))))

"store"

(do

(set data (concat $data (pair (. $request args id) (dejson (. $request args json)))))

(status 200 "Saved"))

"quit" (stop $data))))

; Check out:

; http://localhost:8676/get?id=dhiraj

; http://localhost:8676/get?id=1 Not found

; http://localhost:8676/store?id=1&json={name:"Steve",age:21}

; http://localhost:8676/get?id=1

; Or we could just stand up a REST service. Note that route can also take a lambda which takes a

; single parameter and returns a boolean, which is useful for routing rest requests.

(do

(sod data '({id: 1, name: "Dan", age: 35} {id: 2, name: "Dhiraj", age: 28}))

(http 8676 (route

(=> s (contains $s "folks")) (rest $data id)

"quit" (stop $data))))

; You can now GET/POST/PUT/DELETE on

; http://localhost:8676/folks

; like (GET):

; http://localhost:8676/folks/1

console app built-ins (includes compiled):

cls / input

examples:""

(print (str 'hello ' (do (pnb 'Enter your name: ') (input))))

keywords:

json/jsonv ;The latter evaluates the object before JSONifying it, the former just JSONifies it

dejson

pair

print

printnb / pnb

quote / '(

string / str

def

set

sod (SetOrDef)

eval

skw (Set KeyWord)

concat

v / $<name>

. / .? ;latter returns nil if not found, former throws

+ - \* /

= ! !=

> < <= >=

list?

obj?

num?

str?

def? ;takes a name, not a $name

fn?

nil?

let

nop / qnop

defn

filter

map ;map does the process and returns the result-list (so if the lambda changes the value in the list, map returns the new value)

apply ;works like map but returns the original, unmunged list

kw / params

nth / range

while ; (while (condition) (action))

contains

upper / lower

split

=>/fn ; (=> (args) (body))

.s[et]

.d[ef]

.sod

telnet <port> <command handler> [<connect handler>] ;within command handler, 'input' contains the value of the last telnet command, and 'id' contains a guid-string of the connection id

send / sendTo <id> <msg> / sendAll ;only available for telnet connections

stop [<result>]

http <port> <handler>

content "<content-type>" <return list>

route {"routeContains"|<lambda>} <return list>...

status <#> <return list>

rest <collection> <id field name>

http request:

body

url

args

method
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